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**1. Problem Statement:** Suppose you are given a graph where each edge represents the path cost and each vertex has also a cost which represents that, if you select a path using this node, the cost will be added with the path cost. Implement this graph using Dijkstra’s algorithm.

**Code:**

#include <bits/stdc++.h>

using namespace std;

const int INF = 1e9;

int main() {

    // Take inut of number of edges and vertices

    int n, m;

    cin >> n >> m;

    vector<vector<pair<int, int>>> adjacent(n);

    vector<int> cost(n);

    for (int i = 0; i < n; i++) {

        cin >> cost[i];

    }

    for (int i = 0; i < m; i++) {

        int u, v, w;

        cin >> u >> v >> w;

        u--; v--;

        adjacent[u].push\_back({v, w});

        adjacent[v].push\_back({u, w});

    }

    // Here, apply Dijkstra's algorithm

    vector<int> dist(n, INF);

    vector<bool> visited(n, false);

    dist[0] = cost[0];

    priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int, int>>> pq;

    pq.push({dist[0], 0});

    while (!pq.empty()) {

        int u = pq.top().second;

        pq.pop();

        if (visited[u]) continue;

        visited[u] = true;

        for (auto e : adj[u]) {

            int v = e.first;

            int w = e.second;

            if (dist[u] + w + cost[v] < dist[v]) {

                dist[v] = dist[u] + w + cost[v];

                pq.push({dist[v], v});

            }

        }

    }

    // print output the shortest distance from node 1 to node n

    cout<<endl;

    for (int i = 0; i <n; i++){

        cout << dist[i] << " ";

    }

    cout << endl;

    return 0;

}

**Output:**
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**2.Problem Statement:** Implement Dijkstra’s algorithm for a single destination shortest path problem.

**Code:**

*package* Algorithms\_Lab.LabReportThree;  
  
*import* java.util.\*;  
*//2.Single destination shortest path.  
  
public class* Task2 {  
 *int* V;  
 *int*[] dist;  
 *boolean*[] visited;  
 PriorityQueue<Pair> pq;  
 *List*<*List*<Pair>> adj;  
  
 *public* Task2(*int* V) {  
 *this*.V = V;  
 dist = *new int*[V];  
 visited = *new boolean*[V];  
 pq = *new* PriorityQueue<Pair>(V, *new* Pair());  
 adj = *new* ArrayList<*List*<Pair>>(V);  
 *for* (*int* i = 0; i < V; i++) {  
 dist[i] = Integer.***MAX\_VALUE***;  
 visited[i] = *false*;  
 adj.add(*new* ArrayList<Pair>());  
 }  
 }  
  
 *public void* addEdge(*int* u, *int* v, *int* w) {  
 adj.get(u).add(*new* Pair(v, w));  
 }  
 *//This method for find the shortest path.  
 public void* shortestPath(*int* src, *int* dest) {  
 pq.add(*new* Pair(src, 0));  
 dist[src] = 0;  
  
 *while* (!pq.isEmpty()) {  
 *int* u = pq.remove().node;  
  
 *if* (visited[u])  
 *continue*;  
  
 visited[u] = *true*;  
  
 *if* (u == dest)  
 *return*;  
  
 *//Find the neighbors.  
 for* (Pair neighbor : adj.get(u)) {  
 *int* v = neighbor.node;  
 *int* weight = neighbor.cost;  
 *//Relaxation Perform.  
 if* (!visited[v] && dist[u] + weight < dist[v]) {  
 dist[v] = dist[u] + weight;  
 pq.add(*new* Pair(v, dist[v]));  
 }  
 }  
 }  
 }  
 *//Main method.  
 public static void* main(String[] args) {  
 Scanner scan=*new* Scanner(System.***in***);  
 *//Number of vertices is 5.* System.***out***.println("Enter the number of vertices: ");  
 *int* V=scan.nextInt();  
 *int* source = 0;  
 *int* destination = 4;  
  
 Task2 graph = *new* Task2(V);  
  
 graph.addEdge(0, 1, 2);  
 graph.addEdge(0, 3, 6);  
 graph.addEdge(1, 2, 3);  
 graph.addEdge(1, 3, 8);  
 graph.addEdge(1, 4, 5);  
 graph.addEdge(2, 4, 7);  
 graph.addEdge(3, 4, 9);  
  
 graph.shortestPath(source, destination);  
  
 System.***out***.println("Shortest distance from " + source + " to " + destination + " is: " + graph.dist[destination]);  
 }  
}  
  
*//This method create a pair and give the small value by compare in every time.  
class* Pair *implements Comparator*<Pair> {  
 *public int* node;  
 *public int* cost;  
  
 *public* Pair() {}  
  
 *public* Pair(*int* node, *int* cost) {  
 *this*.node = node;  
 *this*.cost = cost;  
 }  
 *public int* compare(Pair node1, Pair node2) {  
 *if* (node1.cost < node2.cost)  
 *return* -1;  
 *if* (node1.cost > node2.cost)  
 *return* 1;  
 *return* 0;  
 }  
}

**Output:**
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**3.Problem Statement:** Implement Dijkstra’s algorithm for a single pair shortest path problem.

**Code:**

*package* Algorithms\_Lab.LabReportThree;  
  
*import* java.util.\*;  
*// Single Pair the Shortest Path.  
  
public class* Task3 {  
 *int*[] dist;  
 *Set*<Integer> visited;  
 PriorityQueue<Node> pq;  
 *int*[][] graph;  
 *//Create a node first and comparable interface compare  
 //two nodes and gives the small value.  
 private static class* Node *implements Comparable*<Node> {  
 *private final int* vertex;  
 *private final int* distance;  
  
 *public* Node(*int* vertex, *int* distance) {  
 *this*.vertex = vertex;  
 *this*.distance = distance;  
 }  
  
 *public int* compareTo(Node n2) {  
 *return* Integer.*compare*(distance, n2.distance);  
 }  
 }  
  
 *public* Task3(*int*[][] graph) {  
 *this*.graph = graph;  
 *int* n = graph.length;  
 dist = *new int*[n];  
 visited = *new* HashSet<>();  
 pq = *new* PriorityQueue<>(n);  
 }  
 *//This method for find the shortest path.  
 public void* shortestPath(*int* source) {  
 Arrays.*fill*(dist, Integer.***MAX\_VALUE***);  
 pq.add(*new* Node(source, 0));  
 dist[source] = 0;  
  
 *while* (!pq.isEmpty()) {  
 *int* curr = pq.poll().vertex;  
 visited.add(curr);  
  
 *int*[] neighbors = graph[curr];  
 *for* (*int* i = 0; i < neighbors.length; i++) {  
 *if* (neighbors[i] != 0 && !visited.contains(i)) {  
 *int* newDist = dist[curr] + neighbors[i];  
 *if* (newDist < dist[i]) {  
 dist[i] = newDist;  
 pq.add(*new* Node(i, newDist));  
 }  
 }  
 }  
 }  
 }  
 *//This method return the shortest distance.  
 public int* getShortestDistance(*int* dest) {  
 *return* dist[dest];  
 }  
 *//This is the main method.  
 public static void* main(String[] args) {  
 *//Create graph in matrix form.  
 int*[][] graph = {  
 {0, 7, 9, 0, 0, 14},  
 {7, 0, 10, 15, 0, 0},  
 {9, 10, 0, 11, 0, 2},  
 {0, 15, 11, 0, 6, 0},  
 {0, 0, 0, 6, 0, 9},  
 {14, 0, 2, 0, 9, 0}  
 };  
 *//Create the object.* Task3 dijkstra = *new* Task3(graph);  
 dijkstra.shortestPath(0);  
 *//At last print the shortest distance.* System.***out***.println("Distance of single source shortest path is "+dijkstra.getShortestDistance(4)); *// Output: 20* }  
}

**Output:**

**![](data:image/png;base64,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)**

**4.Problem Statement:** Implement Dijkstra’s algorithm for an unweighted directed graph.

**Code:**

*package* Algorithms\_Lab.LabReportThree;  
  
*import* java.util.\*;  
  
*public class* Task4 {  
  
 *public static void* main(String[] args) {  
 *// Example graph  
 int*[][] graph = {  
 {0, 1, 1, 0, 0},  
 {0, 0, 1, 1, 0},  
 {0, 0, 0, 1, 1},  
 {0, 0, 0, 0, 1},  
 {0, 0, 0, 0, 0}  
 };  
 *int* startNode = 0;  
 *int* endNode = 4;  
  
 *int*[] distances = *dijkstra*(graph, startNode);  
 System.***out***.println("Shortest distance from " + startNode + " to " + endNode + " is " + distances[endNode]);  
 }  
 *//This method first calculated the sort distance the return those distance.  
 public static int*[] dijkstra(*int*[][] graph, *int* start) {  
 *int* n = graph.length;  
 *boolean*[] visited = *new boolean*[n];  
 *int*[] distances = *new int*[n];  
 Arrays.*fill*(distances, Integer.***MAX\_VALUE***);  
 distances[start] = 0;  
  
 *for* (*int* i = 0; i < n; i++) {  
 *int* min = -1;  
 *for* (*int* j = 0; j < n; j++) {  
 *if* (!visited[j] && (min == -1 || distances[j] < distances[min])) {  
 min = j;  
 }  
 }  
  
 *if* (distances[min] == Integer.***MAX\_VALUE***) {  
 *break*;  
 }  
  
 visited[min] = *true*;  
  
 *for* (*int* j = 0; j < n; j++) {  
 *if* (graph[min][j] == 1) {  
 *int* newDist = distances[min] + 1;  
 *if* (newDist < distances[j]) {  
 distances[j] = newDist;  
 }  
 }  
 }  
 }  
  
 *return* distances;  
 }  
}

**Output:**

**![](data:image/png;base64,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)**

**5.Problem Statement:** Implement Johnson’s algorithm for All-pairs shortest paths. And explain how it is better than the Floyd Warshall Algorithm.

**Code:**

*package* Algorithms\_Lab.LabReportThree;  
  
*public class* Task5 {  
 *static final int* ***V*** = 4;  
 *static final int* ***INF*** = 99999;  
  
 *// A utility function to find the vertex with minimum  
 // distance value, from the set of vertices not yet  
 // included in shortest path tree  
 static int* minDistance(*int*[] dist, *boolean*[] sptSet)  
 {  
 *// Initialize min value  
 int* min = ***INF***, min\_index = -1;  
  
 *for* (*int* v = 0; v < ***V***; v++)  
 *if* (!sptSet[v] && dist[v] <= min) {  
 min = dist[v];  
 min\_index = v;  
 }  
 *return* min\_index;  
 }  
  
 *// A utility function to print the constructed distance  
 // array  
 static void* printDistance(*int*[][] dist)  
 {  
 System.***out***.println(  
 "All pair shortest distance are:");  
 *for* (*int* i = 0; i < ***V***; i++) {  
 *for* (*int* j = 0; j < ***V***; j++) {  
 *if* (dist[i][j] == ***INF***)  
 System.***out***.printf("%7s", "INF");  
 *else* System.***out***.printf("%7d", dist[i][j]);  
 }  
 System.***out***.println();  
 }  
 }  
  
 *// Solves the all-pairs shortest path problem using  
 // Floyd Warshall algorithm  
 static void* floydWarshall(*int*[][] graph)  
 {  
 *int*[][] dist = *new int*[***V***][***V***];  
 *int* i, j, k;  
 *for* (i = 0; i < ***V***; i++)  
 *for* (j = 0; j < ***V***; j++)  
 dist[i][j] = graph[i][j];  
  
 */\* After the end of a iteration, vertex no. k  
 is added to the set of intermediate vertices and  
 the set becomes {0, 1, 2, .. k} \*/  
 for* (k = 0; k < ***V***; k++) {  
 *// Pick all vertices as source one by one  
 for* (i = 0; i < ***V***; i++) {  
 *// Pick all vertices as destination for the  
 // above picked source  
 for* (j = 0; j < ***V***; j++) {  
 *// If vertex k is on the shortest path  
 // from i to j, then update the value of  
 // dist[i][j]  
 if* (dist[i][k] + dist[k][j]  
 < dist[i][j])  
 dist[i][j]  
 = dist[i][k] + dist[k][j];  
 }  
 }  
 }  
  
 *// Print the shortest distance matrix  
 printDistance*(dist);  
 }  
  
 *// driver program to test above function  
 public static void* main(String[] args)  
 {  
 *int*[][] graph = { { 0, 5, ***INF***, 10 },  
 { ***INF***, 0, 3, ***INF*** },  
 { ***INF***, ***INF***, 0, 1 },  
 { ***INF***, ***INF***, ***INF***, 0 } };  
 *// Print the solution  
 floydWarshall*(graph);  
 }  
}

**Output:**
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Johnson’s algorithm is better than the Floyd Warshall Algorithm. The exaplaination is given below:

The reason that Johnson's algorithm is better for sparse graphs is that its**time complexity depends on the number of edges in the graph**, while Floyd-Warshall's does not. Johnson's algorithm runs in Obig (V^2 cdot log (V) + |V| cdot |E|big) O(V 2 ⋅log(V) +∣V ∣ ⋅∣E ∣) time.